



## The RISC-V Instruction Set

Used as the example throughout the book Developed at UC Berkeley as open ISA Now managed by the RISC-V Foundation (riscv.org)
Typical of many modern ISAs

- See RISC-V Reference Data tear-out card

Similar ISAs have a large share of embedded core market

- Applications in consumer electronics, network/storage equipment, cameras, printers, ...
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## Arithmetic Operations

Add and subtract, three operands

- Two sources and one destination $\qquad$ add a, b, c l| a gets b + c All arithmetic operations have this form Design Principle 1: Simplicity favours regularity
- Regularity makes implementation simpler $\qquad$
- Simplicity enables higher performance at lower cost

|  | Arithmetic Example |
| :---: | :---: |
|  | C code: $f=(g+h) \cdot(i+j) ;$ <br> Compiled RISC-V code: |
|  | M< Chapter 2- Instructions: Language of the Computer -6 |



## RISC-V Registers

x 0 : the constant value 0
x 1 : return address
x2: stack pointer
x3: global pointer
$x 4$ : thread pointer
x5 - x7, x28 - x31: temporaries
$x 8$ : frame pointer
x9, x18-x27: saved registers
$x 10-x 11$ : function arguments/results
$x 12$ - x17: function arguments
$3 \quad \mathrm{M}<$
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|  | Memory Operands |
| :---: | :---: |
|  | Main memory used for composite data <br> - Arrays, structures, dynamic data <br> To apply arithmetic operations <br> - Load values from memory into registers <br> - Store result from register to memory <br> Memory is byte addressed <br> - Each address identifies an 8-bit byte <br> RISC-V is Little Endian <br> - Least-significant byte at least address of a word <br> - c.f. Big Endian: most-significant byte at least address <br> RISC-V does not require words to be aligned in memory <br> - Unlike some other ISAs |
|  | M |



## Registers vs. Memory

Registers are faster to access than memory
Operating on memory data requires loads and stores

- More instructions to be executed

Compiler must use registers for variables as much as possible

- Only spill to memory for less frequently used variables
- Register optimization is important!


## 구 M
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|  | Representing Instructions |
| :---: | :---: |
|  | Instructions are encoded in binary <br> - Called machine code <br> RISC-V instructions <br> - Encoded as 32-bit instruction words <br> - Small number of formats encoding operation code (opcode), register numbers, ... <br> - Regularity! |
|  | M< Chapter $2-$ Instructions: Language of the Computer -19 |




|  | R-format Example |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  | funct7 | rs2 | rs1 | funct3 | rd | opcode |
|  |  |  |  |  |  | 7 bits |
|  | 0 | 21 | 20 | 0 | 9 | 51 |
|  | 0000000 | 10101 | 10100 | 000 | 01001 | 0110011 |
|  | $\begin{aligned} & 00000001010110100000010010110011_{\text {two }}= \\ & \text { 015A04B3 }_{16} \end{aligned}$ |  |  |  |  |  |
|  | M< |  | Chapter $2-$ Instructions : Language of the Computer - 22 |  |  |  |



|  | RISC_V I-format Example |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: |
|  |  | rs1 | funct3 | \| $1 \mathrm{~mm}[4: 1111]$ | opcode |
|  | $\begin{array}{r} 7 \text { bits } \\ \text { Id } \quad{ }^{5 \text { bits }} \times 9,64(\times 3 \end{array}$ | 5 bits | 3 bits | 5 bits | 7 bits |
|  | 040 | 3 | 3 | 9 | 3 |
|  | 000001000000 | 00011 | 011 | 01001 | 0000011 |
|  | 0000000101011010 $015 \mathrm{~A}^{04 B 3}{ }_{16}$ | 0000 | 10010 | $1100011_{\text {two }}$ |  |
|  | M< | Chapter 2 | - Instruci | ions: Language | of the Comp |
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| Stored Program Computers |  |  |  |
| :---: | :---: | :---: | :---: |
| The Bic Picture |  |  | Instructions represented in binary, just like data Instructions and data stored in memory <br> Programs can operate on programs <br> - e.g., compilers, linkers, .. Binary compatibility allows compiled programs to work on different computers - Standardized ISAs |
|  |  | $\begin{gathered} \text { Memory } \\ \begin{array}{c} \text { Accounting program } \\ \text { (machine code) } \end{array} \end{gathered}$ |  |
|  |  | ceme |  |
|  |  | Compob |  |
|  |  | Suoteme |  |
|  |  | Boxkea |  |
|  |  | Somen |  |
|  | M< |  | Chaper 2-nstructios. Language ofthe Compuer - |


|  | Logical Operations |  |  |  |
| :---: | :---: | :---: | :---: | :---: |
|  | - Instructions for bitwise manipulation |  |  |  |
|  | Operation | C | Java | RISC-V |
|  | Shift left | << | << | slli |
|  | Shift right | >> | >>> | srli |
|  | Bit-by-bit AND | \& | \& | and, andi |
|  | Bit-by-bit OR | 1 | I | or, ori |
|  | Bit-by-bit XOR | $\wedge$ | $\wedge$ | xor, xori |
|  | Bit-by-bit NOT | ~ | ~ |  |
|  | Useful for extracting and inserting groups of bits in a word |  |  |  |
|  | M< | Chapter 2 - Instructions: Language of the Computer - 29 |  |  |





| XOR Operations |  |  |  |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  | Differencing operation <br> - Set some bits to 1 , leave others unchanged <br> xor $\times 9, x 10, x 12$ \|| NOT operation |  |  |  |  |  |  |  |
| $\times 1000000000000000000000000000000000000000000000000000000000110111000000$ |  |  |  |  |  |  |  |  |
|  | $\times 12$ | 111111111111111 | 11111111 | 11111111 | 1111111 | 1111111 |  | 111111 |
|  | x9 1111111111111111111111111111111111111111111111111111000000111111 |  |  |  |  |  |  |  |
|  | M | Chapter 2 - Instructions: Language of the Computer - 33 |  |  |  |  |  |  |

